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6.01: Introduction to EECS 1

software engineering — feedback and control — circuits — probability and planning

Announcements Information & Policies Calendar
Software Online Tutor Reference Material

Subject Information and Policies

Questions: Please send questions to 6.01-help@mit.edu. This will ensure a
quicker answer than questions to individual staff members.

Description

6.01 explores fundamental ideas in electrical engineering and computer science, in the context
of working with mobile robots. Key engineering principles, such as abstraction and modularity,
are applied in the design of computer programs, electronic circuits, discrete-time controllers,
and noisy and/or uncertain systems.

Prerequisites: None

Corequisite: 8.02

Units: 2-4-6

Lectures: T 9:30-11:00, room 32-123

Lab Section 1: T 11:00-12:30 and R 9:30-12:30, room 34-501
Lab Section 2: T 2-3:30 and R 2-5, room 34-501

Attendance at the lab sessions is mandatory. Contact your lab instructor if you must miss a
lab session because of illness or other extraordinary situation (excused by a Dean).

Staff

Name Role Office email at mit.edu
W. Eric L.@ Instructor  38-401 welg

Denny Freeman Instructor 36-889 freeman

Tomas Lozano-Perez Instructor 32-G492 tlp at csail

Tim Lu Instructor E17-438 timlu

Ali Mohammad Instructor 34-501 alawi
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Russ Tedrake Instructor 32-380B russt at csail
Kendra Beckler T. A 34-501 kkb

Nicole Bieber T. A. 34-501 nbieber
Sam Davies T. A. 34-501 sdavies
Daw-Sen Hwang T. A. 34-501 dawsen
Evan Iwerks T. A. 34-501 iwerks

Office Hours

All office hours will be in 34-501.

e Monday: 6:00PM to 9:00PM
e Tuesday: 7:00PM to 9:00PM
e Wednesday: 6:00PM to 11PM

Textbook

The textbook for the course will be a set of notes (around 300 pages) written by the staff. The
notes are available as a PDF file on the reference tab of this page. You will also be able to
order a bound copy from CopyTech for approximately $23.

6.01 Grade

Your grade in 6.01 will be the weighted average of the following component grades:
Online Tutor Exercises 5%

Online Tutor Software Labs 10%

Online Tutor Design Labs + Interviews 20%

Homework Problems 5%

Nanoquizzes 10%

Midterm 1 10%

Midterm 2 15%

Final Exam 25%

Collaboration Policy
We encourage students to discuss assignments in this subject with other students and with

the teaching staff to better understand the concepts. However, when you submit an
assignment under your name, we assume that you are certifying that the details are entirely
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’ your own work and that you played at least a substantial role in the conception stage.

You will work with a partner in the design labs. You and your partner can equally share all
results, code, and graphs that you develop as a team. However, tutor questions about the
software labs and design labs are individual. You alone are responsible for any written text
that you hand in.

You should not use results from other students (from this year or from previous years) in
preparing your solutions to online tutor problems, nanoquizzes, exams, or written answers.
You should not take credit for computer code or graphics that were generated by other
students unless you developed those materials while working with your assigned lab partner.
Students should never share their solutions with other students.

Incidents of plagiarism will result in a grade of zero on the assignment and, at the discretion of
the staff, be reported to the Committee on Discipline (COD). More information about what
constitutes plagiarism can be found at http://web.mit.edu/academicintegrity/

Due Dates, Lateness Penalties, and Extension Policy

Due Dates for all assignments are given on the Online Homework Tutor. Assignments must be
completed by the scheduled due dates unless officially excused by a Dean. Participation in
sports, music, interviews, projects, etc. are not official excuses for late work (you can use
your extensions for these activities). Unless officially excused, your grade for late assignments
will be multiplied by 0.5. Written homework assignments will not be accepted more
than one week late, except by special arrangement with an instructor.

Each student will be allowed exactly two extensions that can be applied to all the
assignments for any single week. Extensions do not cover nano-quizzes, interviews or exams.
Instructions for requesting extensions will be posted here after the beginning of the term.

Once you request to use your extension, it cannot be rescinded. Extended assignments are
due one week after the original due date. Extensions cannot be applied to interviews or to
nanoquizzes or to exams.

Nanoquizzes

A short (15-minute) on-line nanoquiz will be given prior to each design lab session. The
purpose of these nanoquizzes is to provide motivation and feedback for learning the materials
presented in the weekly lectures, readings, and on-line tutor problems. Nanoquizzes will
generally consist of a simple question from this week's assignments and a more difficult
question from previous weeks.

The nanoquizzes can only be accessed on-line during the first 15 minutes of your design lab
session in 34-501 (i.e., starting at 5 minutes past the hour). Contact one of your lab

instructors if you must miss a nanoquiz because of illness or other extraordinary situation
(excused by a Dean).

Nanoquiz Makeups. You can pick any two nanoquizzes to take again (plus any additional
nanoquizzes that were officially excused by a Dean). Participation in sports, music, interviews,
projects, etc. are not official excuses for missing Nanoquizzes (you can use your makeups for
these activities). Nanoquizzes can only be retaken at a makeup session near the end of the
term, from 4pm to 9pm (except as supported by a Dean). You will have 15 minutes to

complete each makeup nanoquiz. Your grade on the makeup nanoquiz will replace your
previous nanoquiz grade.
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Midterm Exams

Midterm exams will be given in the evening of October 12 and November 10 (see Calendar
page). The exams will cover all materials contained in lectures, on-line tutor problems,
nanoquizzes, software labs, and design labs up to the date of the exam.

Final Exam

A three-hour final exam will be given during the Final Examination Period at the end of the
semester. The final exam will be comprehensive across all materials in this subject, however,
materials since the midterms will be weighted more heavily. The final exam will be scheduled
by MIT's Registrar's Office. Conflicts with the scheduled time must be resolved by scheduling a
conflict examination with MIT's Registrar's Office.

Regrade Policy

If you find a grading error in an examination or homework assignment, please submit your
exam/homework along with a cover sheet that describes the error that you found to your TA.
We will review your concern and then regrade the entire exam/homework to try to eliminate
the error that you identified as well as any other grading errors. Requests for regrades must
be made within one week of the date when the graded exam/homework was returned.

Advanced Lab Assistant Option

Students with substantial background in EE and CS can satisfy the requirements of 6.01 by
serving as a lab assistant, as follows:

complete the tutor exercises and software labs (same as regular 6.01)

prepare for design lab by attending the Tuesday staff meeting from 4-7pm

help students as a lab assistant during ONE of the regularly scheduled design labs
take midterm and final exams (same as regular 6.01)

Grading for the advanced LA option has the following weights:

Exams: 50%

Advanced preparation (reading, software labs): 10%
Staff lab session attendance: 20%

Participation and engagement as an LA: 30%

Thus, students in this option still register for 6.01; they simply satisfy the course requirements
in a different manner. As part of the teaching staff, participants in this option are expected to
attend all staff sessions and serve as an LA in prearranged design labs (or to make prior
arrangements with the faculty in charge). Failure to do so will result in a substantial grade
penalty. If you are interested, speak to an instructor.

Advanced Programming Option

For students with substantial programming experience, we will be offering a separately
graded 3-unit subject that you can do in addition to 6.01. This subject will involve an
additional weekly meeting and 4 programming projects spread across the term, each taking
2-3 weeks. If you are interested, speak to an instructor.
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Today’s plan Outline

e Will defer the standard admininstrivia on course mechanics to first e Compositional systems
real lecture on Tuesday e Python interpretation

e First hour will be spent talking about Python and computational e Object-oriented programming
thinking

Reading: Course notes 1, 2, 3.1—3.5, A.1, A3—A.4
¢ Remainder of first lab will be spent working through programming

examples /\L_v . )

— If you don't have a lot of experience with Python or program- Wl (GA{-"(J\CF.’ Lgfh{ ) SYb'ffr?s
ming, you can spend that time working through the Python
tutor 00,0

— If you are an experienced programmer, you can jump into the
assigned problems

e Regular schedule will begin next week

Suﬂ “Q‘IJﬁlm qu+oflq \

! \
cedan, arali e, paiafuly Conplex_ g ems

Compositional Systems Some compositional systems

The most powerful way of building complex systems. Natural Numbers

What does it mean for a system to be compositional? e Zerois a natnum

e Set of primitive objects ¢ If x is a natnum, then x+ 1 is a natnum

¢ Ways of combining primitive objects to get a new object Arithmetic expressions

e New objects can be used and combined in all the ways that s A numeral is an arithmetic expression

primitive objects can a i - o If x and y are arithmetic expressions, then so are

_ AbSteac] 0 . - Bk & .t

Allows one to isolate behavior of module from details of module £ v ,H’ '{Q de.'v

« easier to design by suppressing details - -y f (&3

- x*y

bt wit %o oy abed all of S
ﬂ‘t I“-Y?./; - (@

Note abstraction — in x + y, = or y could themselves be complex

~con }m} Comfle‘ﬁ ; f'r expressions

Spprate  opeatin = USe

6.01 is about Compositional Systems Compositional Systems in Software

¢ In computer programs

« In control systems Procedures Data

* i Primitives +, %, == numbers, strings
+ In estimation and decision making ComBination if, vhile, £(g(x)) fists, dicts, objects
In each case, will learn Abstraction dos EHTE, darses

e primitives Patterns higher-order procedures generic functions
e ways of combining primitives o i

e ways of abstracting to create new “primitives”

e patterns by which combinations are typically used

Mo SpageHi calg
~a)os 1] 10
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Why Compositional Systems: Declarative vs. Imperative
Knowledge

Declarative knowledge captures statements of fact: "what is true”

Knowledge. Ty e e

e The square root of z is that non-negative y such that y*y =z.

e This doesn’t tell us how to find a square root, though it does tell
us how to recognize one if we see it.

Imperative knowledge captures methods for inferring new informa-

tion: "how to" knowledge

e Start with a gueﬁ_

4 e If g+g is close to z, stop, return g

¢ Otherwise take a new guess by averaging ¢ and x/g

¢ Repeat

Compositional systems let us capture these computational patterns:

they help us put together primitives to infer new knowledge, in a

manner that suppresses details and supports abstraction,

Python Interpreter

Need a language for capturing computational patterns

Syntax: What sequences of symbols, numbers, words make a legal

program
Semantics: What a program means
—

The definition of the interpreter is the definition of the semantics
of the language

Python Shell:

¢ Prompts the user for an expression (>),
¢ Reads what the user types in,

o Interprets the expression, and

o Primts out the resulting value

Need to define process of interpretation!
p

Ways b infer squae ot W\: wy

6!06{, o'l

Interpretation

Python Expressions: Primitives

The interpreter is the ultimate imperative knowledge:

e It defines the rules for composing simpler expressions (or compu-
tations) to create more complex expressions (or computations)

e [t defines the set of legal expressions in a language (or composi-
tional system)

o It defines the steps by which a value or meaning is associated with
an expression

}'IOW Jo@g Pﬁ’hm ’}?&[{ da e‘lﬂféasfoﬂ
lums, & Valy,

Simple data primitives are things like numbers, strings.

>»> 2.0

2.0

>>> 0.1

0.10000000000000001 # Note, not exact
>»> 1.0 / 3.0

0.33333333333333331 # Note, not exact

>»>1/3 y \
0 # will change in Python 3.0 —’u.lf'eﬁe(- Jt'}fﬁ}f
>>> ‘‘this is a string’’ (\

'this is a string’ ,O—W’uﬁ
>>>str(3)

}3)

P

Python Expressions: Primitives

Understanding the Interpreter

Like a calculator, apply operators in order of precedence until a single
value remains.

>>> 2+ 3
5
>»> (3 *8) -2
22
’FE{OUO@

oW of gorrations

e The interpreter captures the rules of evaluation of expressions .

e The interpreter uses chains of environnments to keep track of
values associated with names

e A variable has meaning only with respect to ent

e An expression is always evaluated with respect to an environment

e Understanding how the interpreter creates and uses environments
help understand how programs capture patterns of computation

L}n 11‘“5 3 N s h/qllfﬁs )CW;fmmgf}
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Interpreting Expressions

Variables

Define a procedure 1 that takes a Python program as input and an
environment in which to interpret it and:

e Returns a value, and possibly

¢ Changes something about the internal state of the computer

Note — we can actually write such a procedure! For purposes of
6.01, however, we will simply use the interpreter provided for us; the
goal here is to describe how the interpreter evaluates expressions, as
that defines our language's behavior.

Input I (Input, E)
num num
I (exprl, E) 4+ I (expr2, E)

exprl + expr2

Rules apply recursively, e.g., exprl might be a complex expression
that requires further evaluation

e Want to give names to values of expressions, so that we can
compactly refer to them
e Assignments are one way to do this (will see others shortly)

>>> foo = -506 * 2

Examples:
o CCats & Liadiy

Variables

Assignments change the environment

A binding environment specifies a mapping between variable names

and values. T
b 3
x 2.2
foo -1012
>>> b n L 4 vd vt
3
55> a

Traceback (most recent call last):

File "<stdin>", line 1, in <module>
NameError: name ’a’ is not defined
>>>

>>> a =3
>»> a
3
>>»> b
>>> b
5
>>>b=b+1
6

]
o
+
N

Rule: get value of RHS using interpreter's evaluation rules; bind LHS
to that value in environment

Interpreter

Procedures

e The value of an expression depends on the environment
¢ Assignments change the environment
‘-"-'-—-_—-l—..——-’-_

Input Side Effect I (Input, E)
var E[var]
var = expr | E[var] =1 (expr, E)

2 . 1 L]
Need way of capturing common patterns: 1"3% ‘ {— s M

2%2
3*3
(8+4)*(8+4)

def square(x):
return x * x PQ}((’,JWE FUMHW\
>>> square(6)
36
>>> square(2 - square(2))
4
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Evaluating Procedure Definitions

Calling a Procedure

Side Effect on E
E[var] = Procedure(args, body, E)

Input

def var ( args ) body

Note that evaluating a def creates a binding for the procedure name
together with the body of the procedure and the environment in
which it was created; it does not actually evaluate (or call) the

procedure.
61‘% ’f%@ﬁzr inbo Staclsre

<expr0>(<expri>, ..., <exprn>)

1. Evaluate <expr0> in calling environment
2. Evaluate (<expri>, ..
3. A new environment is created:
— binds the parameters of the procedure to argument values
— has as parent env. that in which the procedure was defined
4. The procedure body is evaluated in the new environment

., <exprn>)

I (Input, E)
proc =1 (e0, E)
vl =1 (el, E)

Input
el (el .. eN)

newE = Env(proc.args, (v1, ..., vN), E)
e
I (proc.body, newE)

Calling a Procedure

Calling a Procedure

>>> square(a + 3)

1. evaluate square in E1 and get Procedurel.
2. evaluate a + 3 in F1 and get 5.

evaluated in this environment (E1): 3. Create E2:
— bindsx to 5
— has FEl is its parent.
E1
a 2 Procedurel E1
(%)
square —1|
e return x*x '. a 2 Procedurel
= i square ° ol %)
[ return x*x
] [ —1—e
]
\
\\
-~
E2°{___* 5
The dotted line indicates parent environment
4. evaluate x * x in E2, return 25
(dn but lew  chal
Jtu, ln 0m|0 La
"9, C Chaly
Non-local reference Data Structures
dag hisia)s Procedures capture common patterns of computation; let's us ab-
S stract away details and use as if were a primitive
>> b =6 We also need ways of grouping data elements together into more
>>> biz(2) complex structures that can be treated as primitives.
Python has several important ones, which you should explore:
E1 i
Procedured % Lizis
. e r— -] (a) e Tuples
' return a+b e Dictionaries
! b 6 e Y
\}P |‘ We will come back to these next time, as well.
\

L e N I S
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Classes and Instances

6.01 Domain

One important way to group information together is to aggregate

common data elements and common_procedures for manipulating
those da ents into a single structure

e Instance: collection of data and procedures
e Class: what is in common among a collection of instances

fhject -odeted O/ ogAming
“dagtgdtes of data

name role age building room course
Pat Prof 60 34 501 6.01
Kelly TA 31 34 501 6.01
Lynn TA 29 34 501 6.01
Dana LA 19 34 501 6.01
Chris LA 20 34 501 6.01

Class Definition

Class Definition

class Staff601:

T course = '6.01° Creak COM"M"’}\]

building = 34

room = 501
ittt
E1 2 Males  Eavjpamd
T course '6.01"
Bfscoeat ] " building 34
room 501

Evaluation of class definition creates an environment!
Accessing and setting attributes of the class
>>> Staff601.room

501
>>> Staff601.coolness = 11

class Staff601:

course = ’6.01’
building = 34
room = 501

Accessing and setting attributes of the class

>>> Staff601.room
501
>>> Staff601.coolness = 11

Note rules of evaluation:

o First variable name is evaluated, points to an environment

e Second variable name is evaluated with respect to that environ-
ment, leading to binding of name and value; value is returned,
or value is bound

P

Instances ﬁ fu‘[:‘f.(, \/5151043

Instances

>>> pat = Staff601()

o Cproadue 2 Al idaag

&~~~ course '6.01"
Staff601 [ S—— :
> building 34
pat o
room 501

4

E3

—
By

Evaluating class instantiation creates a new environment, scoped
by parent environment of class; any init expressions (see later) are
evaluated wrt to this environment; environment is returned as value

>>> pat.course
’6.01”

>>> pat.name = ’Pat’

>>> pat.age = 60

>>> pat.role = ’Professor’
>>> pat.building = 32

>>> pat.effree = G492’

(o0m
E1 E2
SCaPEE0L | course '6.01"
pat B[ building 34
=N room 501
R
=N
name 'Pat’
age 60
role 'Professor’
building 32
roem 'G492"
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Methods h loﬂﬁé {-D ?:;;:t):lureQ
class Staff601: Z return self.role + ' ' \
course = ’6.01’ Class .l +  self.name
building = 34 / ) \
room = 501 fhﬂ E1 E2 | salutation »
def salutation(self): ¢ (COMMgn My J 'Ofe t[{d% SEEETEDL & course "6.01'
return self.role + ’ ’ + self.name e B | building 34
r- : }' 1— \ room 501
Poiars  To insfpmee <
E3
name 'Pat’
age 60
role 'Professor’
building 32
room 'G492'

Calling Methods

Initialization

>>> Staff601.saluation(pat)

¢ Evaluate pat to get the instance Ej.

¢ Make a new environment, Ey, binding self to Ey. The parent of
E4 is Ey, because we are evaluating this procedure call in Ej.

e Evaluate self.role + > ’ + self.name in FEj.

e In E;, we look up self and get Ej, look up role in E3 and get
’Professor’, etc.

¢ Ultimately, we return ’Professor Pat’.

>>> pat.salutation()
is exactly equivalent to

>>> Staff601.salutation(pat)

We can specify particular computations to perform whenever we
create an instance.

class Staff601: 1

def __init__(self, name, role, salary): l)dl H’ L\
self.name = name
self.role = role
self.salary = salary

def salutation(self):
return self.role + ' ’ + self.name

def giveRaise(self, percentage):
self.salary = self.salary + self.salary * percentage

To create an instance

>>> pat = Staff601(’Pat’, ’Professor’, 100000)

String Methods

Rest of today

class Staff601:
def __init__(self, name, role, salary):
self.name = name
self.role = role
self.salary = salary
def salutation(self):
return self.role + * ’ + self.name
def __str__(self):
return self.salutation()

>>> pat = Staff601(’Pat’, ’Profesgbr’, 100000)

>>> print pat

Professor Pat JJ

Without __str__ method, we would get:

<__main__.Staff601 instance at 0x9e19a80>

e If you are new to Python and/or programming:
— Work through the Python Tutor first
— Come to office hours on Sunday, to get a 'free’ extension on
this week's work
e Work through this week's Software Lab assignment
e First nanoquiz at end of session — can retake at end of term if
you need to; this gives you sense of what we expect

If you have a problem with your assigned
section, please email welg@mit.edu.
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Software Lab 1: Intro to Python
and OOP

Setup

For this lab, it will be easiest to use one of our laptops or desktop machines. If you have already
installed Python on your own laptop, you can use it, instead. If you haven’t installed Python yet,
and would like help, please bring your laptop to evening or weekend office hours.

e Using a lab laptop or desktop machine

— Log in using your Athena user name and password.

— Click once on the Terminal icon (usually on the bottom left of the screen.) In the terminal
window, type athrun 6.01 setup. This step is only done for the first lab; for subse-
quent labs, do athrun 6.01 update. It will create a folder in your Athena account called
Desktop/6.01.

e Using your own laptop
— Go to the course web page: http://mit.edu/6.01
— Go to the calendar tab, and download the zip file for software lab 1. Unzip it.

— When we mention finding a file in Desktop/6.01/. . ., look for it in the folder you got by
unzipping the archive.

e Using course notes in lab
— Click once on the Firefox icon at the top left of the screen.
— Gotohttp://mit.edu/6.01.
— Click on Reference Material in the navigation bar.
— Click on Course Notes.

— In the popup window, click on Open with, choose Document Viewer from the pull-down
list and click OK.

6.01 Intro to Python and OOP — Fall 2010 1
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e Using the online Tutor

— If you have not already registered for the 6.01 tutor, do so now. (Note that the online
homework tutor is different from the online Python tutor, which you may have been using
to prepare for 6.01. You need to register separately for the homework tutor.)

*  Click once on the Firefox icon at the top left of the screen.
* Gotohttp://mit.edu/6.01.
* Click on Online Tutor in the navigation bar.

% Under the Homework Tutor section, click on the register here link and follow in-
structions

e Writing and running Python programs
— In the Terminal window, type idle &.
— You can type Python expressions in Idle’s Python Shell window.
— You can write your programs in a file and test them using Run Module. For example:

* Click Idle’s File menu, select New Window, and write print ’Hello World’ in the
window.

x Click Idle’s File menu, select Save as, navigate to Desktop/6.01/labl/swLab/,
and enter the file name test.py.

When using the lab laptops, if you find yourself in a file dialog box that seems to be far away from your
home directory, you can always type ~ (the tilde character) in the box, followed by the Enter key; that
should take you to your home directory, which contains your Desktop folder.

% Click Idle’s Run menu, then select Run Module.

* Look at the Python Shell window: you should see Hello World.

6.01 Intro to Python and OOP — Fall 2010 2
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2 Exercises

If you have already worked through our Python programming tutor and /or have had other
Python experience, then go ahead and do the problems below.

If not, then please work through the Python tutor. To register for the Python tutor, go to the
course web page, click on the Online Tutor link, and register for the Python Tutor. You
will get instructions on how to log onto that tutor. If you need extra help in Python, come to
our help session on Sunday. At that session, you can sign up for a free 'new programmer’
extension on the work of this week.

2.1 Simple Looping Procedures

Open the file Desktop/6.01/1abl/swLlab/sl1Work.py and complete the definition of the
myAdd procedure. This procedure should take a list as an argument, and should return the sum
of the elements of the list. If the argument list is empty, the output should be 0. Do not use the

built-in Python sum procedure — we want you to get practice in writing looping procedures.
£

Debug it in Idle until it seems correct. (0 F(/o
8 i f b f45’(1 how o stict gl o), It
o ddldstietye
Wk.1.3.1 Check your results by copying the text of your procedure from Idle and

pasting it into the tutor problem Wk.1.3.1. .

Similarly, complete the definition of the myMul procedure, which will compute the product of the
elements of the list supplied as argument. If the argument list is empty, the output should be 1.

Wk.1.3.2 Check your results by copying the text of your procedure from Idle and
pasting it into the tutor problem Wk.1.3.2.

6.01 Intro to Python and OOP — Fall 2010 3
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2.3

24
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Factorial

Open the file Desktop/6.01/1abl/swLab/s11Work.py and complete the definition of the fact
procedure, so that fact (n) returns the value of n! (e, nx (M —1) x (N —2) x ... x 1)

Debug it in Idle until it seems correct.

Wk.1.3.3 Check your results by copying the text of your procedure from Idle and
pasting it into the tutor problem Wk.1.3.3.

Reverse

Open the file Desktop/6.01/1abl/swLab/sl1Work.py and complete the definition of the
myReverse procedure. This procedure should take a list as input, and return a new list as output,
whose values are in the opposite order to the input.

Debug it in Idle until it seems correct.

Wk.1.3.4 Check your results by copying the text of your procedure from Idle and
pasting it into the tutor problem Wk.1.3.4.

Object-Oriented Practice
J tun ﬂ,/a@k on b

Wk.1.3.5 Get some practice with object-oriented concepts in this tutor problem.
. /
Wk.1.3.6 Get some more practice with object-oriented concepts in this tutor prob-
lem.

6.01 Intro to Python and OOP — Fall 2010 4
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2.5 Two-dimensional vectors
Open file Desktop/6.01/1abl/swLab/sl1Work.py and complete the definition of the V2 class;
—_—
it represents two-dimensional vectors and supports the following operations:
—_— LI
e Create a new vector out of two real numbers: v = V2(1.1, 2.2). (ﬂML _ 4 IW?) < [{
e Convert a vector to a string. -

e Add two V2s to get a new V2.
e Multiply a V2 by a scalar (real or int) and return a new V2.

Step 1. Define the basic parts of your class, with an __init__ method and a __str__ method, so that if

you do

print V2(1.1, 2.2) hﬂw WP/&%ML ‘/ed'ar
it prints ’és X, v 5(3‘1@.;}3
¥2E.1. 2.83

Exactly what gets printed as a result of this statement depends on how you’ve defined your
__str__ procedure; this is just an example. Remember that str (x) turns x, whatever itis, into a
string.

Step 2. Write two accessor methods, getX and getY that return the x and y components of your vector,
respectively. For example,

>>> v = V2(1.0, 2.0)

:;>(>) v.getX() (9 reﬂd 3@ [F‘(‘.‘

>>> v.getY()
2.0

Step 3. Define the add and mul methods, so that you get the following behaV1or

>>> a = V2(1.0, 2.0) 68[{ _F
>>> b = V2(2.2, 3.3)
T flst avgm
rint a.add(
. P A gy

>>> print a.mul(2) % U6€, M[
v2[2.0, 4.0] esgvbﬂ'-
Lgc%xC)j fe WY Jd (efvf Yo q

C(QA)LE’ N
Mol c["!fcﬁﬂf L.\/[U] dq‘t'ﬂl Ul dQﬁ/LM
’CLd&

“peiiate™ .
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>>> print a.add(b).mul(-1)
v2[-3.2, -5.3]

Step 4. A cool thing about Python is that you can overload the arithmetic operators. So, for example, if
you add the following method to your V2 class

def __add__(self, v):
return self.add(v) - 00] \
LY

then you can do

>>> print V2(1.1, 2.2) + V2(3.3, 4.4)
V2[4.4,6.6]

Add to the class the __add__ method, which should call your add method to add vectors, and

thhod, which should call your mul method to multiply the vector by a scalar. The

scalar will always be the second argument. \L |
e oas el or W, CL e/
. o .. . [/ or
Test your implementation in Idle until it seems correct to you. (\ )
dont forget fo cead)

Wk.1.3.7 Check your results by copying the text of your procedure from Idle and
pasting it into the tutor problem Wk.1.3.6.

Concallades 4 v/ |¥
ltl’-@. ‘}1\/‘1 %/if}

V1

gl et

Chst a5 flouls

it ol gy Migles

!
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6.01: Introduction to EECS 1

Week 2

September 14, 2010

Stafr

Course Goals and Course Coverage

Lecturer: Eric Grimson

Instructors TAs

-—3Denni5 Freeman Kendra Beckler

Tomas Lozano-Perez Nicole Bieber
-:) Tim Lu

Ali Mohammad
Russ Tedrake

Sam Davies
Daw-Sen Hwang
Evan Iwerks

Plus many excellent undergraduate Lab Assistants (LAs)

e Design and analysis of complex systems via abstraction and mod-
ularity

e Importance of models for analysis and synthesis

e Dealing with partially specified problems

e Basic skills in EE and CS

Captoe - ptiems _ syprss olefels

e Software (2.5 weeks, throughout) & [{am {1 ? w:(‘.s.[
e Linear systems/Control (3 weeks)

e Circuits/Sensing (3 weeks)

e Probability/Localization (2 weeks)

e Search/Planning (3 weeks)

Come /P uf qud madtls

Course Mechanics

More Course Mechanics

e Lecture: Tue 9:30AM 32-123
e Software Lab: Tue, 11:00 or 2:00 in 34-501
— done individually
— some problems due in lab, some two days later
« On-line tutor (register via 6.01 web page; different login from
the Python tutor) problems
« Written homework problems ?{‘(‘Vd n‘(//\ PﬂEJ
o Reading (assigned on calendar web page)
» Nano-quiz (at the beginning of design lab) 'DY//‘
— easy question from Tuesday lecture or software lab or tutor
probs
harder question on previous material
open book
— don't be late!!

e Design lab: Thu, 9:30 or 2:00 in 34-501
— lab work done with partner (randomly assigned)
— some check-offs due in lab, some a week later

e Two interviews (individual)

¢ Two midterms and a final exam

e Advanced programming option (separate 3-unit subject)
— If you are interested, see Prof. Grimson

Outline

Collecting data: data structures

e Data structures and procedures
¢ Functional programming style

¢ Inheritance

¢ Procedures as first-class objects

Reading: 3.4.6, 3.5.4, 3.6, 4.1, A.1, A.2

e Would like a way to gather data together into structures that
can be manipulated as a single entity
e Have seen classes as one mechanism
e Simple linear mechanisms: list and tuples
— Lists are mutable; tuples are not
— Linear collection of elements
— Kind of PCAP — elements can themselves be complex data

structure [
tructures a(b&mﬂqw‘l
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September 14, 2010

Lists: Creation

Lists: Accessing and copying

>>> foo = [1,2,3,4]

>>> foo

[1, 2, 3, 4]

>>> bar = list(’abcd’)
>>> bar

[?al’ 1, ig?, :dn]

>>> bar = list(’abcd’)
>>> bar[0]

)a)

>>> bar[3]

Ddl

>>> bar[-1]

" lot (hedl really be ~0,b4 oh %I})

>>> bar[1:]

[¥Bi . Yely, 3443

>>> bar[:1]

[’a?]

>>> bar(:]

[2a’; *h%; e, 247]

ferda.

f
ﬂl‘{s /4 0q [V J

Lists: Mutation

Manipulating Lists: List Comprehension

—
>>> bar = list(’abcd’)

= { }
>>> foo = bar :
>>> foo ;iiﬁﬂ E I H/Ib :‘7’ fafh! |JF
[:a:, :b:' ICJ. :dl] Tp——
>>> bar[0] = 'z’
>>> foo
['Z,, JbJ, Jc!l ld)]
>>> bar
[lzl, lbl, ’Cl, ’d’]

>>> oof = tuple(’abed’)
>>> 00f[0] = 'z’ °
Traceback (most recent call last):
File ‘‘<pyshell#35>’’, line 1, in <module>
ocof [0] = *z?
TypeError: ’'tuple’ object does not support item assignment

e Could write procedures that loop over indices into a list, com-
puting functions of each element

¢ Ideally would like to think about doing things to elements of a
list without worrying about looping structure

e List comprehension provides such an abstraction

e Note how this abstraction can change your mode of thinking —
focus on manipulating a list as if it were a single entity; rather
than getting bogged down in the details of the list itself!

> foo = [1,2,3,4,5]
> def doubleIt(lst):
return [x*2 for x in 1st]
> doubleIt(foo)
[2, 4, 6, 8, 10]
> doublelIt(doublelt(foo))
[4, 8, 12, 16, 20]

Ubgractor, shpses  Leutly

Dictionaries: Read about them

What are standard ways of structuring software systems?

>>>d = {’a’:7, 'b':8}

>>> d[’a’]

T

>> dl’c’]

Traceback (most recent call last):
File "<stdin>", line 1, in <module>

KeyError: 'c¢’

>>> d[100] = ’a hundred’

>>>d

{’a’: 7, 'b': 8, 100: *a hundred'}

3 Aspociq e afrO-{\‘

>>> d.has_key(’a’)

True

>>> d.has_key(’d’)

False

>>> for k in d:
print k, d[k]

a’7

b8

100 a hundred

e Object oriented programming
— Focal point is an instance — a collection of related data ele-
S y 4
ments and procedures for manipulating them
— Organize in hierarchies that inherit or share methods and

data — glmula Hlers

e Procedural (or imperative) programming

le — Focal point is sequences of instructions and changes in state

— data structures are mutated to reflect state of computation
— Organize around looping constructs and state changes
; ———
e [unctional systems
— Focal point is idea of mathematical function — procedures
that convert input into output without mutation or side effect
— Organize in collections of functions that support modular
connections

00
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Functional Programming Style: An Example

Standard procedural style

Return the name of the team with the most efficient offense

i med gs. y 4

bigLeague [[’patriots’, [1000, 1100, 900]],
[’colts’, [350, 315, 400]],

[’raiders’, [100, 150, 225, 117]]]

T4 vords of ofoncl

def bestTeam(yardsData):

Proce dym | (vkqi- 1
Jm)
Lsp vl

None
-1

winner
bestYards
for i in range(len(yardsData)):

total = 0

numYards = len(yardsDatal[i] [1])

for j in range(numYards):

total = total + yardsData[i][1][j]
avg = total / float(numYards)

if avg > bestYards:
bestYards = avg
yardsDatal[i] [0]

winner

return winner

gofl{ on sl §l2e Pmblt’m

Mt Q0f

Functional Style

Most of the program

Procedures are 'first class': treated the same as any other kind
of data

Procedures generally designed around concept of transforming
input to output (like 2 mathematical function) without Site-
eWon oaly pure  fuacthay e
Very small procedures with specific tasks, and useful names —
modular design allows for reuse of procedures

5pIt ako  fractlon
9‘»4, This [q,{‘ﬁr [Cwod)

# Return the name of the team with highest average yards
def bestTeam(yardsData):
(name, yards)

argMax(avgYards, yardsData)
return name

# Given record for a single team, return its average yards
def avgYards(teamData):

teamData Uj) P(}C(\

return listMean(yards)

(name, yards)

# Return the mean (average) of a list of numbers
def listMean(data):
return sum(data) / float(len(data))

>bestTeam(bigLeague)
'patriots’

nho rdlcws anywive |

Argmax!

Given a procedure that takes an item and returns a number, and
a list of items, return the item for which the procedure returns the
highest number

def argMax(f, items):
bestItem

None

bestScore = None

for item in items:

f(item)

if bestScore == None or newScore > bestScore:

newScore

bestScore = newScore

bestItem

item
return bestItem

\1.5 ’ F‘DF [oof

{R?am

e An alternative way to do simple iteration

e A natural generalization of functional programming

e The only convenient way to do some operations on nested lists
e Powerful way to think about PCAP

Fundamental idea:

Define a procedure f:

e recursively in terms of f applied to simpler arguments

e with a non-recursive base case for the simplest arguments

OR

Given a problem, assume you can solve a simpler version of it
Decide how to use solution to simpler problem, plus simple oper-
ations, to construct larger solution

Decide for what size problem you can solve directly

oy mation

(}v\u/oqs sod o bae Case
~an pscape classe

Tecks
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Recursion on natural numbers

Slow exponentiation

base case: 0Oor 1l

recursive case: f(n) defined in terms of f(n—1)

Exponentiation:
- {b-b-...-b

C byl
)

1 ifn=0 3 !
)= {bf(n ~1) otherwise SIMdEr asive ot
Sam Probit
W {(1‘1"1'2)2 if n even
b-b"~! if n odd
— 1 ifn=0
) f(n)=< bf(n—1) if n odd
(f(n/2))? if n even

def expo(b, n):
if n == 0:
return 1
else:

return b * expo(b, n-1)

How does the time it takes to ¢

apot2, 10
expo args: (2, 30)
oxpo args: (2, B)
expo args: (2, 8)
axpo args: (2. 7)
expo arga: (2, €)
ampe args: (3, B
axps args: 2, O
w1pe arge: (2, 33
expo args: (2, 2)
expa arg: (2, 1)
expo args: (2, 0)
expo resalt: 1
expo resuie: 2
expo result: &
e1pe result: B
axpa result: 16
arpe resuls: 32
erpe result: 64
erpe resalt: 128
1po result: 36
axpo resslt: 517
arpo resule: 1024
1034

ompute " grow as n grows?

4“?1%4(“1

Fast exponentiation

Towers of Hanoi

D« Quandry

fexpo(2, 10)
fexpo args: (2, 10)
fexpo args: (2, 5)
fexpo args: (2, 4)
fexpo args: (2, 2)
fexpo args: (2, 1)
fexpo args: (2, 0)
foxpo result: 1
fexpo result: 2
fexpo result: 4
fexpo result: 16
fexpo result: 32
fexpo result: 1024
1024

def fexpo(b, n):
if n == QO:
return 1
elif nY2 == 1:
return b * fexpo(b, n-1)
else:

return fexpo(b, n/2)#*2

How does the time it takes to compute " grow as n grows?

Move a stack of 64 discs of di

def Hanoi(n, From, To, Spare):
if n ==
print ’'move from ' + From + *
else:
Hanoi(n-1, From, Spare, To)
Hanoi(1, From, To, Spare)

Hanci(n-1, Spare, To, From)

A |
log\7)

does a larger disc cover a smaller one.

How does the time it takes to compute " grow as n grows?

fferent sizes, such that at no time

hord fo o i)mced.m[f;

to ' + To

Fd | 0
Wci Tt

\W

Inheritance

Stafr6.01

| logn =110

Just as
« Classes capture shared attributes among their instances,
o Superclasses capture shared attributes among their classes.

Superclasses are environments
—_

Classes are environments
whose parent can be a superclass environment
—_—

Instances are environments
whose parent is a class environment

class Staff601:
course = '6.01’
building = 34
room = 501

def giveRaise(self, percentage):
self.salary = self.salary + se

class Prof601(Staff601):
salary = 100000

def __init__(self, name, age):
self.name = name

self.giveRaise((age - 18) =* 0.

de

=

salutation(self):
return 'Professor’ + self.name

[00¢

((neat =

¢ quadatic 10000
Expoecy|

1f.salary * percentage
P

Fhtg Enu;mwﬁf-

? fﬂ\dh’} (/mt ,ﬁjf)f/'(,(zw)
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A professor is born

Call the __init__ method

Prof601(’Pat’, 60)

Anral
giveRaise *——— | (self, percentage)
E1 E2 course “6.01° salf.salary = self.salary + \
s self.salary * parcantage
YT b Thuilding 3% -
Prof6ol - “:" 01
< Procedured
t A
Lo 3, -~ L (self)
E3 ! return ‘Professar ' \
salutation = P s
— init__
| Procedurell
salary 100000 (baie, same, age)

#elf.nane = name

A

salf.raiss((age-18)#0.03)
A

gt

Prof601(’Pat’, 60)

E2 Procedureld
giveRaise *———1 3| (self, percentage)
E1 - course "6.01" salf.salary = self.salary + \
—_— salf.salary * parcentage
CTSTI L) — building EL) =
Profe0l a oo LLE
- A Pr
PRt 3 o — i (sal2)
4 E3 f \- return 'Professor ' \
i salutation fay = L et
¥ —init__ =
B | salary LT TR B (e i
H ry salf.name = name
self Balf.raise((age-18)70.01)
nana Pat’
age 60

nl
iR

Call the giveRaise method

Final Instance

Prof601(’Pat’, 60)

E2 10
givaRiise s———1 | (self, percentage)
E1 course TE6.01" self.salary = salf.salary + \
- salf salary * parcentage
FTETITIT — Duilding ED =
o1
Frof60l ] N
T — A Procedured
; L A, o n (solf)
i§ [] return ‘Professor ' \
i E3 \- 4 self.name
I salutation =
“I' it Procedurell
] - Procedure
i\ s salary 100000 plobpiivaynn
1 Ailam: = aam
1 aalf.raiss((age-18)%0.03)
|‘ o

N
QR

Prof601(’Pat?’, 60)

E2 19
giveRaise *———1| (s0lf, percentage)
E1 course v6.01" self.salary = self.salary ¢ \
- self salary * parcentage
Staff601 | building o =
Prof601 - Foe L
pat LY _— (salf)
\_ return 'Professor ' \
=l , +  salf.nsse
| B 11
ary 100000 (saif, nama, age)

L = nase
salf. raise((sge-18)°0.01)

E=
e

E4

mass [ he ]
Z26000

Procedures and instances are first-class

Constructing procedures

They can be

e stored in variables or other data structures
e passed as a parameter to a procedure

e returned as a result from a procedure

<function <lambda> at 0x2e4ddb0>

>>> lambda x: x + 1 gf")kf‘ ﬂd’{'ﬂ a P@(Bél/fg

>>> (lambda x: x + 1)(4)
b

Can separate concept of procedure as description of computational

process from concept of abstraction by naming e
def foo(a):

def bar(x): @)WE 91"8 I‘{'@ %

return x + a

return bar(6)

>>> foo(3)
9
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Storing procedures Procedures as parameters

>>> procs = [lambda x: x + 1, def applyTo5(p):
lambda x: x + 2, return [p(x) for x in range(5)]
lambda x: x + 3]

>>> [p(100) for p in procs] def proc(x):

[101, 102, 103] return ’this is a ' + str(x)

(ocedy/re
> applyTo5(proc) (dﬂ- ‘364(( (48 p
[’this is a 0’, ’this is a 1’, ’this i8 2 2, Ay () POfM’(E{,

‘this is a 3’, ’this is a 4°’]

How could we apply the second procedure in a list of procedures
| to the argument 2007 > applyTob(lambda x: [x, x+x, x*x, x**x])
“ (fo, 0, 0, 11, [, 2, 1, 11, [2, 4, 4, 4],
(3, 6, 9, 271, [4, 8, 16, 256]1]

Procedures as return values Trace
def foo(a): def thing(x):

def bar(x): ' ' return x + X * X

vz + 2\ VW alsa defie odile
return bar — t def trace(f):
LU[’ how ﬁ 'hlf""( def tracedFun(arg):
>>> foo(6) ypd d print ’Arg:’, arg
<function bar at 0x2e45dd0> (g JMY CQ{' result = f(arg) f‘ﬂcuer F(\:ﬂé‘ fV'C ﬁ‘”’ gy
)

ba{ F{JJ‘] {:As:& (09 print ’Result:’, result

>>> foo(6)(3) return result

9 return tracedFunC] I"Q{PMSS(:

>>> thing = foo(5)

] 1
;)) thing(3) U('At A (‘e ‘/g Q/blf, "{‘faﬁef
Check Yourself This Week

Software lab: Practice with programming and OOP classes

22 Hhingld) 2 Design lab: Building a complex class for polynomials

Homework 1: Symbolic calculator with ideas from Python's eval,

>>> trace(thing)
\ : ) .
W f GU :‘ A ’ 7 and state machines. Due in parts, see Homework Tutor for details.

>>> tracedThing = trace(thing)

55> tracedThing(4) Q!’{&\,Mﬂ s weird

Ar ;[‘l @,uVH:ZO ZO
>>> tracedThing(tracedThing(4)) ——

- N

>>> trace(thing) (3) To get help:

¢ Email 6.01-help@mit.edu
¢ Go to lab hours (see course web page for times)
e Remember to check your due dates/times on the tutor

.

L
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Software Lab 2: More OOPs

Setup

For this lab, it will be easiest to use one of our laptops or desktop machines. If you have already
installed Python on your own laptop, you can use it, instead. If you haven’t installed Python yet,
and would like help, please bring your laptop to evening or weekend office hours.

Using a lab laptop or desktop machine

Log in using your Athena user name and password.

Click once on the Terminal icon (usually on the bottom left of the screen.) In the terminal
window, type athrun 6.01 setup. This step is only done for the first lab; for subse-
quent labs, do athrun 6.01 update. It will create a folder in your Athena account called
Desktop/6.01.

Using your own laptop

Go to the course web page: http://mit.edu/6.01
Go to the calendar tab, and download the zip file for software lab 1. Unzip it.

When we mention finding a file in Desktop/6.01/. . ., look for it in the folder you got by
unzipping the archive.

Using course notes in lab

Click once on the Firefox icon at the top left of the screen.
Gotohttp://mit.edu/6.01.

Click on Reference Material in the navigation bar.
Click on Course Notes.

In the popup window, click on Open with, choose Document Viewer from the pull-down
list and click OK.

Using the online Tutor

If you have not already registered for the 6.01 tutor, do so now:

6.01 More Python and OOP — Fall 2010 1
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* Click once on the Firefox icon at the top left of the screen.
* Gotohttp://mit.edu/6.01.
*x Click on Online Tutor in the navigation bar.

* Under the Homework Tutor section, click on the register here link and follow in-
structions

e You can type Python expressions in idle’s Python Shell window.
e You can write your programs in a file and test them using Run Module. For example:

— Clickidle’s File menu, select New Window, and write print ’Hello World’ in the win-
dow.

— Click idle’s File menu, select Save as, navigate to Desktop/6.01/1labl/swLab/, and
enter the file name test.py.

When using the lab laptops, if you find yourself in a file dialog box that seems to be far away from your home
directory, you can always type ~ (the tilde character) in the box, followed by the Enter key; that should take

you to your home directory, which contains your Desktop folder.
— Click idle’s Run menu, then select Run Module.

— Look at the Python Shell window: you should see Hello World.

2 Exercises

If you have already worked through our Python programming tutor and/or have had other
Python experience, then you should be all set to work on the problems below.

If you are still trying to get up to speed on Python, then please continue to work through
the Python tutor. If you attended our extra help session last weekend, you should have
signed up for a free 'new programmer’ extension on the work of last week, and we will
extend the same extension to those who signed up for this week.

6.01 More Python and OOP — Fall 2010 2
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2.2

2.3
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Fibonnaci

Open the file Desktop/6.01/1labl/swLab/sl1Work.py (same as last week) and complete the
definition of the fib procedure, so that fib (n) returns _T_],_t_fL Fibonnaci number. Recall that £ib(n)
is equal to the sum¢ of £ib(n-1) and fib(n-2), that £ib(0) is 0 and that £ib(1) is 1.

Debug it in idle until it seems correct.

Wk.2.1.1 Check your results by copying the text of your procedure from idle and
pasting it into this tutor problem.

Inheritance

[ Wk.2.1.2 Get some practice with inheritance in this tutor problem. ]

Rotating V2

Last week, you created two-dimensional vectors as a class, and provided a set of methods for
supporting manipulation of those instances. This week, we want to extend the class by adding
one more method, rotate, that creates a new vector which represents the original vector rotated
about the origin.

You could go back and edit your class definition from last week to add a new method, but what
if you had not written the original class yourself and did not have the original code? Instead, we
will use inheritance, to define a subclass of V2. The V2R class should behave just like V2 except
that:

e italways converts its input coordinates to floating point numbers, using Python’s float, e.g.
float (1) return1.0.

e ithasanew rotate method.

You should not make any assuptions about the implementation of the V2 class, in particular, you

should not assume that you know how the __init__ method of the V2 class works or what the
instance variables are; you should only use the methods of the class.

6.01 More Python and OOP — Fall 2010 3
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Step 2.
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Open Desktop/6.01/1abl/swLab/sliWork.py (same as last week, which should have your
definition of the V2 class) and do the following:

Define the basic parts of your class, with an __init__ method and a __str__ method, so that if
youdo

print V2R(1, 2)
it prints something like
V2R[1.0, 2.0]

Exactly what gets printed as a result of this statement depends on how you've defined your
__str__ procedure; this is just an example. Remember that str (x) turns x, whatever itis, into a
string.

Define the rotate method, which rotates a V2 (around the origin) by some angle 8, yielding a
new V2. You may want to import the math module in order to use trigonometric functions. You
should get the following behavior:

>>> a = V2R(1.0, 2.0)
>>> print a.rotate(math.pi/2)
V2R[-2.0, 1.0]

Wk.2.1.3 Check your results by copying the text of your procedure from idle and
pasting it into this tutor problem.

Two-dimensional line segments

Now we want you to create a two-dimensional line segment, which is composed of two (rotatable)
vectors, and start vector and an end vector. Think of a line segment an arbitrary line between a
starting point and a termination point.

Open Desktop/6.01/1abl/swLab/s11Work.py ( which should have your definition of the V2R
class) and add the definition of the Seg2 class; it represents two-dimensional segment and sup-
ports the following operations:

6.01 More Python and OOP — Fall 2010 e



Step 3.

Step 4.

Step 5.
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e Create a new segment out of two vectors: u = V2R(1.1, 2.2), v = V2R(-1.5, 3.4),
seg = Seg2(u, v).

e Convert a segment to a string. 1

e Translate a Seg2 by adding a vector to both the start point and end point, yielding a new Seg?2.
e Multiply a Seg2 by a scalar (real or int) and return a new Seg2.

e Rotatea Seg?2 (around the origin) by some angle 0, yielding a new Seg?2. This involves rotating

the end points of the segment.

Define the basic parts of your class, with an __init__ method and a __str__ method, so that if
you do

print Seg2(u, v)
where u and v are V2R instnaces, it prints something like
Seg2[V2R[1.1, 2.2], V2R[-1.5, 3.4]]

Exactly what gets printed as a result of this statement depends on how you've defined your
str__ procedure; this is just an example.

Write two accessor methods, getStart and getEnd that return the Start and End components
of your segment, respectively. For example,

>>> s = Seg2(V2R(1, 2), V2R(-1, 3))
>>> s.getStart()

V2R[1.0, 2.0]

>>> s.getEnd()

V2R[-1.0, 3.0]

Define the translate and scale methods, so that you get the following behavior:

>>> a = V2R(1.0, 2.0)
>>> b = V2R(2.2, 3.3)
>>> ¢ = V2R(3.3, 4.4)
>>> s = Seg2(a,b)

>>> print s.translate(c)
Seg2[V2R[4.3, 6.4], V2R[5.5, 7.7]]
>>> print s.scale(2)

Seg2[V2R[2.0, 4.0], V2R[4.4, 6.6]]

6.01 More Python and OOP — Fall 2010 5
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Step 6. Define the rotate method, so that you get the following behavior:

>>> a = V2R(1.0, 2.0)
>»> b = V2R(2.2, 3.3)
>>> s = Seg2(a,b)

>>> print s.rotate(math.pi/2)
Seg2[V2R[-2.0, 1.0], V2R[-3.3, 2.2]1]

Test your implementation in idle until it seems correct to you.

Wk.2.1.4 Check your results by copying the text of your procedure from idle and
pasting it into this tutor problem.

2.5 More Inheritance

[ Wk.2.1.5 Get some more practice with inheritance in this tutor problem. }

2.6 List practice

Wk.2.1.6 Get some practice with list structures in this tutor problem.
" >y
s B
Wk.2.1.7 Get some practice with list comprehensions in this tutor problem.
- v

6.01 More Python and OOP — Fall 2010 6



W Lah 27 i
bt

[ )
O b mlke O fewngng

1

Erar 54 obed ot Feable

e

( Mf an ou,a/wwl(&//w ome ot of thrafy,

Jn {7 i’]-—L 4’ nxz

NN CORYN

RALL QUATT
S +{\.'b_3ﬁ+{ihz oo 0
i, Y=+ € 4 g | e +f}szﬂ\1,«0 ,L)l

60 {’/1 {"’ do :a [ FI/AG{I‘M

fw (0 - @

(e =t @&

£y (2) < ﬂLI’H fo{_l 0
0

o (3 - flp 31 + £ib 3-2 ¢ i 33
Fib 74 + ’ i I
|t (¢ b ¥y <L



@
fy 6= b §-1 +£0 &7 md .
now Tt U Cighd
Em\b@r dpe T Theatt
W ond oot b b Fhrogh £l cectsi

—_—

?‘7, l‘l(‘! ng
£oo. gt a
A
foton o g )
6‘“( n + & \
Lror “% ‘tml ¥ %}'/5/@
@ €oh ;+ (0a cd‘fg
R — S
e
25 VIR
"ol sy b wht e defsel -
&127 Ve ((4+?/Fq,(,g
/94‘4/4@

Al ovnd gr\(g\lo N

Crels Gpt b flaut



"
. @

© |
[OJM{—E” e Yo Mg m{,h } Lj
“MPVJF Mafh
pifr < 90°
cjx npy
y g
S \ e =
x
Py =g
X L CW{OX/
- 0 A0 -
6}4 Cﬁféf %le{'/
e 056 = o
ﬂ?u Ay~ 5@/@5@
A
Ny = 0 (],/605 G

el fogel (
W s Gl () el ol ()



Y%
k-

e —

\/M . | - ((((am( (?‘ M‘CY))

Wt saye b sonewle
@0% #fwtntmg [)u+ (o”‘]LQ eCor

i H;AL’mﬁ)ﬂ e Conrd D ( (, 9)







¥

Ol
R .
. Y
hld ’
1
) }b(’,zcjmi{
L
ool P
e
tor
mln

X/
g
o5l
46
)

¥ e
2
51/1(%
f@)
7\
A
al
0 QA
r\g\g

X/
- "ol )
| )
5 oﬁ
W . A@W%M[M QF
y, : % 5}4.@ . o tgy
_/;Q Lﬂ
. : dos V/
0594\/5;49 @d‘é ﬁw
4
X
hG
}reqll
lﬂr r Lu
i Pfesa/f' )
Clasy !




T; &H f(/"d“( }\preséu/f@tl {’ot{c&y

"“Mé fo Th[m\,\

—dan’t  lean
e\ o, N P

5 foo monfhy

\'0 N vJ\i“L

Mgt p(eg;dra& (7



S Lab 2 o () 95
Z\Ll 20 Ufe gegmrﬁb

4__——-—-_-_-—-.-_'—

/?JM"‘ F./”» L/:’IOIWE f‘dﬂJ

p— b how  can v hare ‘%Wll F oud
I'I{Q V%Jﬁof?

lm;‘t ~ Pf;,ﬁ wo s bs ln‘”*9+ "Ty
Vor et X() ot [()J

L atessor  pathols

Jot  stat F(Md\/'
B ’Em.?
fw 'f(o{/dule

Mok over

by 0 coddn  vedor |

qr \/JWL ‘ls ”L 40"49

— Jsst addng
Shooll T poilk gef Stk X ()

00 wll 7GeF Gl () 9! XO wod 7",

&M@Q = Gettiy K4 'f\a/tﬂ of This|

(



@ \/‘f‘fla\l (s Sealo

"WH‘(PH (0\1 A sCalw (f&c[ 0n :4”

¢
5@62 K feal”

;ml,lorwj/ Hoa*’

J\/‘a)L (:]0 M(/H;Pl\tqf‘@q \/-)wl{n ce[ued eﬂs»/
ang [&:ah (‘to}’

(otate mitiod
~ oh ro

—will o old nethod
o b all

6”WJ[ ‘\ ‘A‘J’Q,
m ’Da%ed 15'{' ‘H“/lq

S~

19 Fl\nherlc]lu/l[e

Aot Dolbes [ ok )
A osit dollacs( )

o(e,{‘mﬁ b Do Pounds
bt ke Twe o 24 b oo (8P

| BGBP= 9 s
T ~ |

vibe ool sty (sk, ok, )
W T hd g pit whd £ g

72 fera



0 2y ot
e e (
(i o polie ol shiomst ok el b g,

- (r/Q‘l((l/ ‘ .
= Yah W[h&ms‘m lt(f b)

m Gy |
, O Coll
“OPR t was pointing it o %( bt whele bax

—

7‘7 K\(bl' CO”IPfeM/lS:Go
*'h{u, VAS [A:«Ll CM{I/atq?

[t b e W et T

\LQ. [fkduﬂ\‘jqr% [?() for x @ Pr},,%ﬁ';( X>5J
A

ia [?\'Y for % i P’%ﬂﬂﬁ for v ('A [[;2/3]]
U b st g
ot Lt by
“wird b Wada gt
P()f‘]' PARY We‘c/‘i
T @ s oo of T ofke Thing s

bk T ok T chady L
L\W W/ 7, HﬂLS




6.01 Polynomial — Fall 2010 1

Design Lab 2: Polynomial Class

Design labs are generally done with partners, but this one should be done individually.

e Using a lab laptop or desktop machine
— Log in using your Athena user name and password.
— Click once on the Terminal icon (usually on the bottom left of the screen.) If you have not
already done this, in the terminal window, type athrun 6.01 setup.

Type athrun 6.01 update to get the latest batch of files.

e Using your own laptop
— Go to the course web page: http://mit.edu/6.01
— Go to the calendar tab, and download the zip file for design lab 2. Unzip it.

The design lab for this week is to implement a Python class that provides methods for performing
algebraic operations on polynomials.

Representation

We can represent a polynomial as a list of coefficients starting with the highest-order term. For
example, here are some polynomials and their representations as lists:

x* =73 +10x2 —4x+6 [1, -7, 10, -4, 6]
3x3 [3, 0, 0, 0]
8 [8]

Wk.2.2.1 Part1 It is a little bit tricky to implement addition and multiplication of polyno-
mials. Do Part 1 of tutor problem Wk.2.2.1 before you start programming,
and be sure you understand the results in the example transcript near
the end of this handout.

Operations

Edit the definition of the Polynomial class in Desktop/6.01/1lab2/designLab/d12Work.py.
Your class should have one attribute and several methods:
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e An attribute called coeffs, which is the list of coefficients used to create the instance. It must
have this name or the tests in the tutor will fail.

e __init__(self, coefficients): initializes the coeffs attribute to be a list of floating-
point coefficient values.

e coeff(self, 1i): returns the coefficient of the x' term of the polynomial. For example, the
coefficient of term 3 of x* — 7x> + 10x? — 4x + 6is —7.

e add(self, other): returns a new Polynomial representing the sum of Polynomials self
and other. Be sure that performing any operation on polynomials, e.g. p1 + p2, does not
change the original value of p1 or p2.

e mul(self, other): returns a new Polynomial representing the product of Polynomials
self and other

e __str__(self): converts a Polynomial into a string. Do the simplest thing that shows the

coefficients; remember that str(x) turns x, whatever it is, into a string.

After you're done with everything else, go back and change your __str__ method to print
polynomials out as they are shown in the transcript at the end. This is not required; do it only
if you have time and interest.

e val(self, v):returns the numerical result of evaluating the polynomial at x = v.

e roots(self): returns a list containing the root or roots of first or second order polynomials
(for orders other than 1 and 2, just print an error message saying that you don’t handle them).

For second-order (quadratic) polynomials, return real roots (a single number) if possible, and
otherwise return complex numbers. Python has built-in facilities for handling complex num-
bers: 3 + 2j stands for a number with a real part of 3 and an imaginary part of 2. You can
take square roots of complex numbers by using a fractional exponent:

>>> (3 + 2j)**0.5
(1.8173540210239707+0.550250522700337473)

To take the square root of a negative number, you first have to convert it to a complex number;
you can do this by adding 0j to it or by using complex(x, 0), where x is the number.

>>> (=3)**x0.5
Traceback (most recent call last):
File "<stdin>", line 1, in <module>
ValueError: negative number cannot be raised to a fractional power
>>> (-3 + 0j)*x0.5
(1.0605402120460133e~-16+1.7320508075688772j)

You can get the real part of a complex number z by using z.real.

Try to do things as simply as possible. Don’t do anything twice. If you need some extra proce-
dures to help you do your work, you can put them in the same file as your class definition, but
outside the class (so, put them at the end of the file, with no indentation).



6.01 Polynomial — Fall 2010 3

Operator overloading

In order to use expressions like p1 + p2, p1 * p2, and p1(3), for addition, multiplication, and
evaluation, respectively, define the specially-named methods __add__, __mul__,and __call__.
So for example, include

def __add__(self, other):
return self.add(other)

def __mul__(self, other):
return self.mul(other)

def __call__(self, x):
return self.val(x)

Multiplication will be similar to addition. Also, in order to have your polynomials printed out
nicely by the Python shell, you can add this line to your class:

def __repr__(self):
return str(self)

which says that the the shell should print the string returned by the __str__ method.

Sample transcript

>>> pl = Polynomial([1, 2, 3])

>>> pi

1.000 z**2 + 2.000z + 3.000

>>> p2 = Polynomial ([100, 200])

>>> pl.add(p2)

1.000 z#*2 + 102.000z + 203.000

>>> pl + p2

1.000 z**2 + 102.000z + 203.000

>>> p1(1) :

6.0

>>> pl(-1)

2.0

>>> (p1 + p2)(10)

1323.0

>>> pl.mul(pl)

1.000 z**4 + 4.000 z**3 + 10.000 z**2 + 12.000z + 9.000
>>> pl * pl

1.000 z**4 + 4.000 z**3 + 10.000 z**2 + 12.000z + 9.000
>>> pl * p2 + pl

100.000 z**3 + 401.000 z**2 + 702.000z + 603.000
>>> pl.roots()

[(-1+1.4142135623730947j), (-1-1.41421356237309473)]
>>> p2.roots()

[-2.0]

>>> p3 = Polynomial([3, 2, -1])

>>> p3.roots()

[-1.0, 0.33333333333333331]
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>>> (p1 * pl).roots()
Order too high to solve for roots.

Wk.2.2.1 After you have debugged in idle, check and submit your results by copy-
ing the text of your class and associated definitions from idle and pasting
it into the tutor problem Wk.2.2.1.

Optional

There’s a particularly elegant way to implement the val method, using Horner’s Rule. For com-
puting the value of a polynomial, it structures the computation of

R B T e oo RN A
as
("'[C’-1mx+ﬂn—l}x+"'+a1}x+ ap

In other words, we start with a,,, multiply the entire result by x, add a,_;, multiply by x, and so
on, until we reach ap. For example, we’'d evaluate 8x3 —3xZ +4x+1as

(8- x—3) - x+4)-x+1

For fun, try implementing val with Horner’s rule. Think about how many multiplication opera-
tions it takes to evaluate a polynomial using Horner’s rule, compared to the usual way.

i
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Homework 1: Calculator

Mechanics Asﬁ\t,an(H\ (0&5 OP?%M +' 11/1[0[ )'\u/ Ff‘ﬂ Hem)

This assignment consists of three major parts, each of which can be entered into a problem on the
tutor. The first two parts are due one week from the start of the assignment; the third part is due
a week after that. See the tutor for the due dates. Your code will be tested for correctness by the
tutor, but also graded for organization and style by a human. We will deduct points for repeated
and/or excessively complex code.

Hand in, printed and stapled, in 34-501, before the beginning of your nano-quiz on September 30:

e A printed version of your commented code, including the code you submitted to the three tutor
problems and the code for the extension you chose.

o A transcript demonstrating it running on the test cases discussed below and any additional test
cases.

e An answer to the ‘check yourself’ problem for the extension you chose.

Do your work in the file 6.01/1ab2/designLab/hwiWork.py, which you can get via athrun
6.01 update on Athena, or by downloading a zip file from the calendar page.

You can discuss this problem, at a high level, with other students, but your program must be your
own work.

Symbolic Calculator

We will construct a simple symbolic calculator that reads, evaluates, and prints arithmetic expres-
sions that contain variables as well as numeric values. It is similar, in structure and operation, to
the Python interpreter.

To make the parsing simple, we assume that the expressions are fully parenthesized: so, instead
ofa = 3 + 4, we will need to write (a = (3 + 4)). In other words, in any expression which
involves subexpressions that are not simple elements, those subexpressions will recursively be
enclosed within parentheses. Thus any complex expression contains an expression, an operator
and another expression, and each of these expressions, if not a number or a variable, is itself
contained within parentheses.

The following is a transcript of an interaction with our calculator, where the 7 character is the
prompt. After the prompt, the user types in an expression, the calculator evaluates the expression,
possibly changing the environment, and prints out both the value of the expression and the new
environment.

>>> calc()
h (a=3)
None
env = {’a’: 3.0}
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% (b= (a+2)
None
env = {’a’: 3.0, ’b’: 5.0}
% b
5.0
env = {’a’: 3.0, ’b’: 5.0}
h(c=(a+ (b*Db)))
None
env = {’a’: 3.0, ’c’: 28.0, ’'b’: 5.0}

Syntax Trees

The calculator operates in two phases. It
e Parses the input string of characters to generate a syntax tree; and then

o Evaluates the syntax tree to generate a value, if possible, and does any required assignments.

A syntax tree is a data structure that represents the structure of the expression. The nodes at the
bottom are called leaf nodes and represent actual primitive components (numbers and variables)
in the expression. Other nodes are called internal nodes. They represent an operation (such as
addition or subtraction), and contain instances of child nodes that represent the arguments of the
operation. The following tree represents the expression (1 + ((2 * 3) + (a / b))). Note
the use of parentheses to separate each subexpression:

We can represent syntax trees in Python using instances of the following collection of classes.
These definitions are incomplete: it will be your job to fill them in.

class BinaryOp:
def __init__(self, left, right):
self.left = left
self.right = right

def __str__(self):
return self.opStr + (7 + \
str(self.left) + 7, 7 +\
str(self.right) + ’)’
repr__ = __str__

class Sum(BinaryOp):
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opStr = ’Sum’
class Prod(BinaryOp):
opStr = ’Prod’
class Quot(BinaryOp):
opStr = ’Quot’
class Diff (BinaryOp):
opStr = ’Diff’
class Assign(BinaryOp):
opStr = ’Assign’
class Number:
def __init__(self, val):
self.value = val
def __str__(self):
return ’Num(’+str(self.value)+’)’
class Variable:
def __init__(self, name):
self .name = name
def __str__(self):
return ’Var(’+self.name+’)’

Leaf nodes are represented by instances of Number and Variable. Internal nodes are represented
by instances of Sum, Prod, Quot, and Diff. The superclass BinaryOp is meant to be a place
to put aspects of the binary operators that are the same for each operator, in order to minimize
repetition in coding.

We could create a Python representation of (1 + ((2 * 3) + (a / b))) with

Sum(Number (1.0), Sum(Prod(Number(2.0), Number(3.0)), Quot(Variable(’a’), Variable(’b’))))

Note that we will be converting all numbers to floating point to avoid problems with division
later on.

In addition to numerical expressions, the language of our calculator includes assignment ’state-
ments’, which we can represent as instances of an assignment class. They differ from the other
expressions in that they are not compositional: an assignment statement has a variable on the
left of the equality and an expression on the right, and it cannot itself be part of any further ex-
pressions. Because assignments share the same initialization and string methods, we have made
Assign a subclass of Binary0Op, but they will require very different handling for evaluation.

Parsing

Parsing is the process of taking a string of characters and returning a syntax tree. We’ll assume
that we parse a single line, which corresponds to a single expression or assignment statement.
The processing happens in two phases: tokenization and then parsing a token sequence.

Tokenization

A tokenizer takes a sequence of characters as input and returns a sequence of tokens, which
might be words or numbers or special, meaningful characters. For instance, we might break up
the string:
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>((fred + george) / (voldemort + 666))°

into the list of tokens (each of which is, itself, a string):

[°¢, *(, ’fred’, ’+’, ’george’, ’)’, ’/’, ’(’, ’voldemort’, ’+’, 6667, ’)’, ’)’]

We would like our tokenizer to work the same way, even if the spaces are deleted from the input:
’ ((fred+george) / (voldemort+666) )’

Our special, single-character tokens will be:

seps = [207, 202, 239, =0, ey, A0 B=a]

Write a procedure tokenize(inputString) that takes a string of characters as input and re-
turns a list of tokens as output. The output of tokenize(’ (fred + george)’) shouldbe [’ (’,

*fred’, ’+’, ’george’, ’)’]. There are other test cases in the hwiWork.py file.
Wk.2.4.1 After you have debugged your code in Idle, submit it via this tutor prob-
lem.

Parsing a token sequence

The job of the parser is to take as input a list of tokens, produced by the tokenizer, and to return
a syntax tree as output. Parsing Python and other programming languages can be fairly difficult,
and parsing natural language is an open research problem. But parsing our simple language is
not too hard, because every expression is either:

e anumber, or

e avariable name, or

e an expression of the form
( expression op expression )
where opisoneof +, -, *, /, =

This language can be parsed using a simple recursive descent parser. A good way to structure
your parser is as follows:

def parse(tokens):
def parseExp(index):
<your code here>
(parsedExp, nextIndex) = parseExp(0)
return parsedExp
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The function parseExp is a recursive function that takes an integer index into the tokens list.
This function returns a pair of values:

the expression found starting at location index. This is an instance of one of the syntax tree
classes: Number, Variable, Sum, etc.

the index beyond where this expression ends. If the expression ends at the token with index
6, then the returned value would be 7.

In the definition of this function we make sure that we call it with the value index corresponding
to the start of an expression. So, we need to handle only three cases. Let token be the token at
location index. The cases are:

If token represents a number, then make it into a Number instance and return that, paired with
index+1 . Note that the value attribute of a Number instance should be a Python floating point
number.

If token represents a variable name, then make it into a Variable instance and return that,
paired with index+1. Note that the value attribute of a Variable instance should be a Python
string.

Otherwise, the sequence of tokens starting at index must be of the form:

( expression op expression )

Therefore, token must be > (* . We need to:

— Parse an expression (using parseExp), getting a syntax tree that we'll call leftTree and
the index for the token beyond the end of the expression.

— The token beyond leftTree should be a single-character operator token; call it op.

— Parse an expression (using parseExp) starting beyond op, getting a syntax tree that we'll
call rightTree.

— Use op to determine what kind of internal syntax tree instance to make: construct it using
leftTree and rightTree and return it as the result of this procedure, paired with the
index of the token beyond the final right paren.

We will give you two useful procedures:

numberTok takes a token as an argument and returns True if the token represents a number
and False otherwise.

variableTok takes a token as an argument and returns True if the token represents a variable
name and False otherwise.

It is also useful to know that if token is a string representing a legal Python number, then
float (token) will convert it into a floating-point number.
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We have implemented __str__ methods for the syntax-tree classes. The expressions print out
similarly to the Python expression that you would use to create the syntax tree:

>>> parse(tokenize(’ (1 + ((2 * 3) + (a / b)))’))
Sum(Num(1.0), Sum(Prod(Num(2.0), Num(3.0)), Quot(Var(a), Var(b))))

It is very important to remember that this is simply the string representation of what is actually
an instance of the syntax tree class Sum.

Here are some examples:

>>> parse([’888’])

Num(888.0)

>>> print parse([’(’, ’fred’, ’+’, ’george’, ’)’])

Sum(Var(fred), Var(george))

>3> pl'i!lt parse([’(’, _,(,’ :a), )*J, Jb)’ J):. )/’JJ )(?’ ’cee’, J_J’ ’doh’, ))J ’:))])

Quot (Prod(Var(a), Var(b)), Diff(Var(cee), Var(doh)))
>>> print parse(tokenize(’((a * b) / (cee - doh))’))
Quot (Prod(Var(a), Var(b)), Diff(Var(cee), Var(doh)))

Implement parse and test it on the examples in the work file, or other strings of tokens you make
up, or on the output of the tokenizer. Start by making sure it handles single numbers and variable
names correctly, then work up to more complex nested expressions.

Wk.2.4.2 After you have debugged your code in Idle, submit it via this tutor prob-
lem. You should include only the code you wrote for parse.

Evaluation

Once we have an expression represented as a syntax tree, we can evaluate it. We will start by
considering the case in which every expression can be evaluated fully to get a number; then we'll

extend it to the case where expressions may remain symbolic, if the variables have not yet been
defined.

For our calculator, just as for Python, expressions are evaluated with respect to an environment.
We will represent environments using Python dictionaries (which you should read about in the
Python documentation at
http://docs.python.org/tutorial/datastructures.html#dictionaries), where the
keys are variable names and the values are the values of those variables.

Eager evaluation

Here are the operation rules of the basic calculator, which tries to completely evaluate every ex-

pression it sees. The value of every expression is a number. The evaluation of expr in env works
as follows:
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e If expris a Number, then return its value.
e IfexprisaVariable, then return the value associated with the nanie of the variable in env.

e If expr is an arithmetic operation, then return the value resulting from applying the operation
to the result of evaluating the left-hand tree and the result of evaluating the right-hand tree.

e [f expris an assignment, then evaluate the expression in the right-hand tree and find the name
of the variable on the left-hand side of the expression; change the dictionary env so that the
variable name is associated with the value of the expression from the right-hand side. Note
that all the values in the environment should be floating point numbers.

Optional: You can make your program more beautiful and compact, using functional program-
ming style, by storing the procedures associated with each operator in the subclass. The Python
module operator provides definitions of the procedures for the arithmetic operators. Here is an
example of using operators.

import operator

>>> myOp = operator.add
>>> myOp(3, 4)

T

Write an eval method for each of the expression classes that might be returned by the parser. It
should take the environment as an argument and return a number. In real life, we would worry a
lot about error checking; for now, just assume that you are only ever given perfect expressions to
evaluate.

Test your program incrementally, using expressions like:

>>> env = {}

>>> Number (6.0) .eval(env)
6.0

>>> env[’a’] = 5.0

>>> Variable(’a’).eval(env)
5.0

>>> Assign(Variable(’c’), Number(10.0)).eval(env)
>>> env

{’a’: 5.0, ’c’: 10.0}

>>> Variable(’c’).eval(env)
10.0

You may find it useful to use the testEval procedure to test your code.

Putting it all together

Now, it’s time to put all your pieces together and test your calculator. The work file defines calc,
a procedure that will prompt the user with a >%’ character, then read in the next line of input that
the user types into a string called inp. On the following line, you should make whatever calls are
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necessary to tokenize, parse, and evaluate that input. The procedure will print the result of the
evaluation, as well as the state of the environment after that evaluation.

For debugging, it can be easier to type in all the expressions at once. The calcTest procedure in
the work file takes a list of strings as input, and processes them one by one (much the way Idle
works when you ask it to ‘run’ a Python file). You can use testExprs in the work file, as input to
this procedure for testing. And feel free to make up test cases of your own.

Fill in the calcTest procedure, so that it calls your code, and make sure it works on the examples.
Here is the desired behavior of the lazy evaluator on testExprs:

>>> calcTest(testExprs)
% (2 + 5)
7.0
env = {}
% (z = 6)
None
{’z’: 6.0}

5
<
]

env = {’z’: 6.0}
hw=(z + 1))

{222 o605 2w T.0F

]
=}
<

]

{’z*: 6.0, "w*: 7.0}

]
=
<

n

Note that this is due at a later date than the earlier problems.

Wk.2.4.3 After you have debugged your code in Idle, submit it via this tutor prob-
lem. You should include the class definitions for Sum, Prod, Quot, Diff,
Assign, Number, Variable and any other class or procedure definitions
that they depend on.

Extensions

You should do one of these extensions to the calculator. Include your solution and your answer
to the corresponing Check Yourself question in your written paper.

Tokenizing by State Machine

Write a state machine class, called Tokenizer, whose input on each time step is a single character
and whose output on each time step is a either a token (a string of 1 or more characters) or the
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empty string, ”, if no token is ready. Tokenizer should be a subclass of sm.SM. Remember that
the state of a state machine can be a string.

Here are some examples. Note that there must be a space at the end of the string.

Tokenizer() .transduce(’fred ’)

[)J’ ;:’ ))’ JJ, JfredJ]
Tokenizer () .transduce(’777 ?)

[l’, ?), )), )777’]

Tokenizer() .transduce(’777 hi 33 ?)

[):’ ::’ ::, ;777:, :», :x’ 'hi', ):, a” ,33;]
Tokenizer() .transduce(’**-)( ?)

[):’ J*)’ )*” JWJ, :):, J()J

Tokenizer() .transduce(’ (hi*ho) ?)

[, *¢*, **, *hi’, **?, 7, *ho?, ?)?]
Tokenizer() .transduce(’ (fred + george) ’)
[’), )(), )7! )?] ?" )fred,, ”-‘ )+’, ”, )’, ?,, )’, )], ))’ Jgeorge)’ ,)}]

Now, write a procedure tokenize (inputString) that takes a string of characters as input and
returns a list of tokens as output. The output of tokenize(’ (fred + george) ’) should be
(¢, *fred’, ’+’, ’george’, ’)’].Todo this, your procedure should:

e Make an instance of your Tokenizer state machine.

e Call its transduce method on the input string, with a space character appended to the end of
it. An important thing to understand about Python is that almost any construct that iterates
over lists or tuples will also iterate over strings. So, even though transduce was designed to
operate on lists, it also operates on strings: if we feed a string into the transduce method of a
state machine, it will call the step method with each individual character in the string.

e Remove the empty strings to return a list of good tokens.

Check Yourself 1.

e Explain precisely why you need a space character appended to the end
of the input to the Tokenizer input.
e Compare and contrast your two tokenizer implementations.

Include your answer in your write-up.

Lazy partial evaluation

To make the calculator flexible, we will allow you to define an expression, like (d = (b + ¢)),
even before b and c are defined. Later, if b and ¢ are defined to have numeric values, then
evaluating d will result in a number.
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Change your eval methods, so that they are lazy, and can handle symbolic expressions for which
we do not have values of all the symbols.

If the expression is a Variable, test to see if it is in the dictionary. If it is in the dictionary,
return the result or evaluate the value for the variable in the environment, otherwise, simply
return the variable. (The Python expression *a’ in d returns True if the string ’a’ is a key
in dictionary d).

When you evaluate an assignment do not evaluate the right hand side; simply assign the
value of the variable in the environment to be the unevaluated syntax tree. Notice this means
that the values in the environment will always be syntax trees and not numbers as in eager
evaluation. This is called lazy evaluation, because we don’t evaluate expressions until we
need their values.

If your expression is an arithmetic operation, evaluate both the left and right subtrees. If they
are both actual numbers, then return a new number computed using the appropriate oper-
ator, as before. If not, then make a new instance of the operator class, whose left and right
children are the results of having evaluated the left and right children of the original expres-
sion (because the evaluation process may have simplified one or the other of the arguments)
and return the operator node. This is called partial evaluation because we only evaluate the
expression to the degree allowed by the variable bindings.

When you look a variable up in the environment, evaluate the result before returning it, be-
cause it might be a symbolic expression.

If you want to check whether something is an actual number (float or int), you can use the isNum
procedure defined in the work file.

Note that, if you are writing your eval method in the Binary0Op class, you will need to be able
to make a new instance of the subclass that self belongs to (e.g. Sum). Python provides a

class__ method for all objects, so that self.__class__ can be called to create a new instance

of that same class.

Here are some ideas for testing eval by itself:

>>> env = {}

>>> Assign(Variable(’a’), Sum(Variable(’b’), Variable(’c’))).eval (env)
>>> Variable(’a’).eval(env)

Sum(Var(b), Var(c)]l g———07 ‘I?bff}

>>> env[’b’] = Number(2.0)

>>> Variable(’a’).eval(env)

Sum(Num(2.0), Var(c))

>>> env[’c’] = Number(4.0)

>>> Variable(’a’).eval(env)

6.0

>>> calcTest(lazyTestExprs)
% (a=(b+c))

None

env = {’a’: Sum(Var(b), Var(c))}
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A (b=(d=*e)/2)

None
env = {’a’: Sum(Var(b), Var(c)), ’'b’:
4 a
Sum(Quot (Prod(Var(d), Var(e)), 2.0), Var(
env = {’a’: Sum(Var(b), Var(c)), ’b’:
% (d=8)
None
env = {’a’: Sum(Var(b), Var(c)), 'b’
% (e = 5)
None
env = {’a’: Sum(Var(b), Var(c)), 'b’
% a
Sum(15.0, Var(c))
env = {’a’: Sum(Var(b), Var(c)), ’'b’
A (c=19)
None
env = {’a’: Sum(Var(b), Var(c)), ’c’
Num(6.0)}
% a
24.0
env = {’a’: Sum(Var(b), Var(c)), ’c’
Num(6.0)}
% (d=2)
None
env = {’a’: Sum(Var(b), Var(c)), ’c’
Num(2.0)}
% a
14.0
env = {’a’: Sum(Var(b), Var(c)), ’c’:
Num(2.0)}
>>> calcTest(partialTestExprs)
h(z=(y +w)
None
env = {’z’: Sum(Var(y), Var(w))}
L2
Sum(Var(y), Var(w))
env = {’z’: Sum(Var(y), Var(w))}
Aly=2
None
env = {’y’: Num(2.0), ’z’: Sum(Var(y),
hz
Sum(2.0, Var(w))
env = {'y’: Num(2.0), ’z’': Sum(Var(y),
% (w=4)
None
env = {'y’: Num(2.0), ’z’: Sum(Var(y),
L8
6.0
env = {’y’: Num(2.0), ’z’: Sum(Var(y),
% (w = 100)
None
env = {’y’: Num(2.0), ’z’: Sum(Var(y),
%z
102.0
env = {’y’: Num(2.0), ’'z’: Sum(Var(y),

Quot(Prod(Var(d), Var(e)), Num(2.

c))
Quot(Prod(Var(d), Var(e)), Num(2.

: Quot(Prod(Var(d), Var(e)), Num(2.

: Quot(Prod(Var(d), Var(e)), Num(2.

: Quot(Pred(Var(d), Var(e)), Num(2.

: Num(9.0), ’b’: Quot(Prod(Var(d),
Num(9.0), ’b’: Quot(Prod(Var(d),
: Num(9.0), 'b’: Quot(Prod(Var(d),
Num(9.0), ’'b’: Quot(Prod(Var(d),
Var(w))}
Var(w))}
Var(w)), ’w’: Num(4.0)}
Var(w)), ’w’: Num(4.0)}
Var(w)), '«’: Num(100.0)}
Var(w)), 'w’': Num(100.0)}

0))}
0}
'd’: Num(6.0)}
0)), *e’: Num(5.0),
Num(5.0),

ralt:

Var(e)), Num(2.0)),

Var(e)), Num(2.0)),

Var(e)), Num(2.0)),

Var(e)), Num(2.0)),

: Num(6.0)}

: Num(6.0)}

: Num(5.0),

: Num(5.0),

: Num(5.0),

: Num(5.0),

11



6.01 HW1: Calculator — Fall 2010

12

Check Yourself 2. What happens if you evaluate

(a = 5)
(a=(a+ 1))
a

e Using eager evaluation?
e Using lazy evaluation?

Include your answer in your write-up.
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6.01: Introduction to EECS 1

Capturing Common Patterns: State Machines

Week 3 September 21, 2010

Outline

e State machines : a new PCAP system
— Properties of state machines
— Examples of state machines
— Implementing in Python
— State machines as a PCAP

Reading: 3.4.6, 3.5.4, 3.6, 4.1, 4.4, A.1, A.2
[
prwfwa;
hbstract1
Patters
foﬂnb@uﬁa

Remembering

State machines

e Programs thus far:
— Purely functional — output depends only on input
— Object oriented — methods only really depend on state of
attributes and input

What if you want a procedure that can remember some results of
its computations from one call to the next — whose output depends
on entire history of inputs?

 —

State machines are a way of organizing and managing the memory

of a computation over time; way of modeling systems whose output

depends on entire history of inputs

e If oy is output at ¢, and i is input, we want a mapping such that
(E5eves i) — 0

¢ Compare this with functional programming, where i; — o

¢ Too complicated, so look for set of states, where each state
captures essential properties of history of inputs, and determines
the next state and output

¢ Need to find set (finite?) of states

State machines

State machines: example usage

input state output
in | Sn On

On the ot step, the system '.Hﬂ 551"““

" gets input iy,

e generates output o, and

L:_ moves to a new state s,

Qutput and next state depend on input and current state (which
captures essence of history of inputs)

¢ User interfaces (if mouse click, and previous input = X, do Y)

e Modeling conversations, natural dialogue systems (to what does
“it" or “this" refer in a conversation?)

e State of a space craft (what is level of fuel, oxygen, given that
certain valves are currently open?)

¢ Video games, e.g Quake, WarCraft (actions of agents deter-
mined by sequence of inputs of users)

Ly E(Lflv Videq games
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State machines: generic usage | Turnstile
c»ﬁr fohors
e Synthetically — specify program for a system embedded in world Given an embedded system, can supply it with a stream (infinite
— inputs are sensor data, outputs are control commands sequence) of inputs, it will “transduce” stream to give stream of
e Analytically — analyze properties of coupled system (control sys- outputs ~

tem and environment it is controlling)
e Predictively — plan trajectories through space of external world
to reach desired goal state, choose between alternatives

Want to model such a system, here is an example

Inputs #= {coin, turn, none}

Outputs + {enter, pay}

= {locked, unlocked}

Will use state machines for all three purposes
States -

unlocked if i = coin
nextState(s, i) & ¢ locked if i = turn
s otherwise
. enter  if nextState(s, i) = unlocked
output(s,i) = pay otherwise \ p
) L .
T hot (=g (ffp/
s = locked

bous ants Glute
o lpe aty]
A rlmgrm‘l,i

Tede{ Y Gl n;u,h[y;

State-transition Diagram Turn Table
1
¢ Nodes represent states ~ ( (rL[LS - :
e Unlabeled arrow goes to start state time 0 1 2 3 4 5 6
e Arcs represent transitions: label is input / output state L Iz U U L i U
e,
in None coin None turn turn coin coin

out pay enter enter pay pay enter enter

none / pay & coin / enter none / enter
turn / pay coin / enter

turn / pay

Transition tables State Machines in Python

We will use state transition tables to examine the evolution of a SM Class:

state machine.

Methods that are shared among all state machines

e start(self) — initialize state

e step(self, input) — get next state, compute and return output

e transduce(self, inputs) — initialize, then process sequence of in-
puts, return sequence of outputs

For each column in the table, given the current input value and
state we can use the output function to determine the output in
that column; and we use the next-state function applied to that
input and state value to determine the state in the next column.

In general we have: Turnstile Class:

time 6] 1 2 Attributes that are shared among all turnstiles
e startState
e getNextValues(self, state, inp) - transition diagram

input i i1 in
state S0 §1 82

output | oy 03 o3 Turnstile Instance:

Attributes of this particular turnstile, including current state
] state

*Clﬂ'l‘ll Gk oﬁpv’\/ A 5[‘01{13‘2 ﬂdh cun b any dake sfafure,

“bok & dieplay  suten
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Turnstile Class

Turn, Turn, Turn

class Turnstile(SM):
startState = ’locked’

def getlNextValues(self, state, inp):
if inp == ‘coin’:
return (‘unlocked’, ’enter’)
elif inp == ’turn’:
return (’locked’, ’pay’)
elif state == ’locked’:
return (’locked’, ’pay’)

(eprebenfs fi
ffq,,;ﬂo’\ (ﬂ‘j”m

else:
return (’unlocked’, ’enter’)

testInput = (None, ’coin’, None, ’turn’, ’turn’, ’coin’, ’coin’]
ts = Turnstile()

ts.transduce(testInput)

Start state: locked

In: None Out: pay Next State: locked

In: coin Out: enter Next State: unlocked

In: None Out: enter Next State: unlocked

In: turn Out: pay Next State: locked

In: turn Out: pay Next State: locked

In: coin Out: enter Next State: unlocked

In: coin QOut: enter Next State: unlocked

[’pay’, ’enter’, ’enter’, ’pay’, ’'pay’, ’enter’, ’enter’]

SM Abstraction

SM Class

e Have built our example on abstraction of state machine

e Can think in terms of states, transitions, without worrying about
details

e But need underlying substrate — will provide one, which makes
some assumptions!

class SM:
def start(self):
self.state = self.startState

def step(self, inp):
(s, o) = self.getNextValues(self.state, inp)
self.state = s
return o

def transduce(self, inputs):
self.start()
return [self.step(inp) for inp in inputs]

Note that getNextValues should not change the state.
State is managed by start and step.

Accumulator

Check Yourself

Here is a very simple state machine — just adds up inputs

class Accumulator(SM:
startState = 0

def getNextValues(self, state, inp):
return (state + inp, state + inp)

leckor 4ae o twte pde

>>> a = Accumulator()
>>> a.start()

>>> a.step(7)

>>> a.step(-2)

>>> a.state

777 5—

>>> b = Accumulator()
>>> b.start()

>>> b.step(10)

>>> b.state

777 l()
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Classes and Instances for Accumulator

State machines as acceptors

—_—
FLiet e Another standard use of a FSM is as an acceptor
a.start() ditiel het! ; tis | I
a.step(7) ° e(lil EStW : ::Er Inpuf |Is ega
REten1-2) e only outputs true or false
b = Accumilatoer() Examples include natural language parsers, user interfaces
b.start() FSM “defines’ the language — determines all legal “words” that are
b.step(10) X accepted
‘&‘ start .
. (d.\ A step . _—A J \ W ‘h/ l P ’
Q\' ,* | transduce . Ga Tip ree a M {a’!}t, m% "afér ﬁ{ 5
global @V run . 46
A
SM -~ H
Accumulator :
a -~ startState | 0 |
b N *\ gutNextValuss ] . I
\ [
£ LS
| state | 10 | state ]
A language acceptor Am A3 L].o[\ State Transition Diagram
v
A language acceptor
§=1{0,1,2,3} /CfTrue
= {a,b,c} alTrue—»‘ | }-—blTrue
O = {true, false}
. a/False
1 ifs=0i=a c/False
(5,) 2 ifs=1li=b b/ False a/False
n(s, i) = ’ / Fal
0 fs=2i=c¢c c/ralse b/ False
3 otherwise
olasd) = { false if 11(8,1). =3
true otherwise
a/ False
so=0 b/ False
c/False
State transition diagram for language acceptor
Simulation Python implementation
3 class ABC(SM):
time 0 1 2 3 4 0 6 startState = 0
input 'a’ b’ e 'a’ ‘e’ ‘a’ B def getNextValues(self, state, inp):
state 0 1 2 0 1 3 3 if state == 0 and inp == ’a’:
output | True True True True False False False return (1, True)
elif state == 1 and inp == ’b’:
c.'True return (2, True)
elif state == 2 and inp == ’c’:
aJTrue b/ True
@ return (0, True)
/ Fal: .
:fF:\:: else:
b/Fal
afF:l;: W :;:::g veturn (3, False)
a/lFalse
b/ False

c/False
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Simulation I'm thirsty

>>> abc.transduce([’a’, 'b’, ’c¢’, ’a’, ’c’, ’a’, ’b’], verbose =
True)

Start state: 0

In: a Out: True Next State:
In: b Out: True Next State:
In: c Out: True Next State:

Let's model a Pepsi machine. For simplicity, assume a Pepsi only
costs 10 cents.

Inputs = {5, 10, GimmePepsi, GimmeMyMoney}
Outputs = {Kerplunk, Return5, Return10, None}

States = {NoCoing, Have5, Havel0}

LT3 sp = NoCoins

= O N -

In: a Out: True Next State:
In: ¢ Qut: False Next State: 3

\
In: a Out: False Next State: 3 PEP&‘
In: b Qut: False Next State: 3
[True, True, True, True, False, False, False] 5EC 9‘(’@(’
PCAP System for State Machines State Machine Primitives
e Primitives: Basic state machines Accumulator
¢ Combinators: Ways of connecting them to make new state ma- Delay
chines !
« Abstraction: Naming combined machines class Delay(SM): (
def __init__(self, v0): 5
self.startState = v0 ‘L
def getNextValues(self, state, inp):o &
This week’s design lab and exercises will focus on state-machine return (inp, state)

combinators and abstraction. TErarant

We will also use these ideas in future weeks to model robot control
and sensing systems

class Increment (SM): \ \

[
(
def __init__(self, incr): 5 _..)‘J,_,)‘J
self.startState = incr / /
def getNextValues(self, state, inp): 6 / /
return (safeAdd(inp, state), safeAdd(inp, state))

Dataflow Combinators Example cascade
mi = Delay(99)
m2 = Delay(22)
Cascade: - My ok e i C = Cascade(ml, m2)
Cascade(m, my)
time 0 1 2 3 4 5 6
ml input 3 8 2 4 6 5
ml state | 99 3 8§ 2 4 G 5
Parallel: mloutput | 99 3 8§ 2 4 6
a-H'QrMI’@ m2input | 99 3 8 2 4 6
f m2state | 22 99 3 8 2 4 6
('or C(Mf,(,% m2output | 22 99 3 8 2 4
S (1 N iy i I
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Example Feedback

Example Feedback

We would like a machine that counts:

Inputs = Numbers
Outputs = Numbers
States =M NUM ‘m
nextState(s, i) =i+ 1
output(s, i) = nextState(s, i)
sp=0

We have
oft] =i[t] +1

Suppose we connect input to output: ift] = ot]

We cannot satisfy these equations! A FSM cannot have a direct
dependence of its output on its input!!

Delay(0)

Counter

Let's delay our output, to line it up with the next input:

ol = it + 1 )
wil—ie_n iy U importaat
iilt] = oglt]

[
ialtl = oil] st Snd, Wl uphs ]e

First two equations describe machines, second two describe wires

Sequence Combinators

Example Feedback
R S S PR
Incr Delay(0) >
Counter
Now we have
”i{t] = i['[!] +1
=o4lt] +1
=iglt—1]+1
=oit—1]+1
Now output will be one greater at each time step!

e Terminating state machines have a done method, that returns
True when the state machine has terminated.
e Combine terminating SMs with:
— sm.Sequence: takes a list of state machines, runs each until
termination and starts the next one
— sm.Repeat: takes a state machine and a count, runs the state
machine until termination the specified number of times, then
terminates

4 bogetbr slaple mahiy

This Week

Software lab: Practice with simple state machines

Design lab: Controlling robots with state machines

To get help:

e Email 6.01-help@mit.edu

e« Go to lab hours (see course web page for times)

o Remember to check your due dates/times on the tutor
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Software Lab 3: State Machines

1 Setup

If you have already installed Python on your own laptop, you can use it. If you haven’t installed
Python yet, and would like help, please bring your laptop to evening office hours. Otherwise,
please use a lab laptop or desktop.

e Using a lab laptop or desktop machine

— Log in using your Athena user name and password.

— Click once on the Terminal icon (usually on the bottom left of the screen.) In the terminal
window, type athrun 6.01 update. It will create a Desktop/6.01/1ab2/swLab direc-
tory and put a file in it.

e Using your own laptop
— Go to the course web page: http://mit.edu/6.01
— Go to the calendar tab, and download the zip file for software lab 2. Unzip it.

— When we mention finding a file in Desktop/6.01/. . ., look for it in the folder you got by
unzipping the archive.

2 Exercises

Wk.3.1.all Do these problems on the tutor. You can test your code in idle by im-
plementing your programs in the file 1ab3/swLab/s13Work.py, which
imports the sm module and has some useful test cases.
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Design Lab 3: Controlling Robots

1 Materials
This lab should be done with a partner. Each partnership should have:

e Alab laptop.
— Log in using one partner’s Athena user name and password.
— Click once on the Terminal icon (usually on the bottom left of the screen.)

— If you have not already done this, in the terminal window, type athrun 6.01 setup.
Otherwise, do athrun 6.01 update to get the latest batch of files.

e Arobot and a serial cable.
— The serial cable is a long beige or gray cable. Most of the robots already have one attached.
— Warning: if your robot starts to go too fast or get away from you, pick it up!!

e A white foam-core board with bubble-wrap on one side.

Be sure to mail all of your code and data to your partner. You will both need to bring it
with you to your first interview.

2 Simple Brains

1. Run a brain in the simulator.
a. In the Terminal window, type soar &.

b. Click soar’s Simulator button, navigate to Desktop/6.01/1ab3/designLab/worlds and
choose tutorial.py, click Open. This loads a specific virtual world into our robot simu-
lator.

c. Click soar’s Brain button, navigate to Desktop/6.01/1lab3/designLab/smBrain.py,
and click Open. This loads a specific state machine definition into the robot simulator.
That state machine describes the actions that the robot will take in response to sensed
information about the virtual world surrounding it.

d. Click soar’s Start button, and let the robot run for a little while.
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e. Click soar’s Stop button.

f. Notice the graph that was produced; it shows a ‘slime trail” of the path that the robot fol-
lowed while the brain was running. You can just close the window. (If you don’t want the
brain to produce a slime trail, you can set the drawSlimeTrail argument to the Robot-
Graphics constructor in the smBrain. py file to be False).

2. Modify the brain and run it.
a. In the Terminal window, type idle & to open up an Idle environment.

b. Click Idle’s File menu, select Open..., navigate to Desktop/6.01/1ab3/designLab/smBrain.py,
and click Open.

¢. The state machine that controls the robot’s actions is defined by the MySMClass definition.
Think of this state machine as taking sensory data as input, and returning as output in-
structions to the robot on how to behave (we’ll see more about this kind of state machine
modeling of a robot and world next lecture). The io.Action object returned as the out-
put by the getNextValues method of the MySmClass tells the robot how to change its
behavior, and has two attributes that are important to us:

* fvel specifies the forward velocity of the robot (in meters per second)

* rvel specifies the rotational velocity of the robot (in radians per second), where positive
rotation is counterclockwise

d. Find the place where the velocities are set in the brain, and then modify it so that it makes
the simulated robot rotate in place.

e. Save the file.

f. Go back to the soar window and click the Reload Brain button

g. Run the brain by clicking the Start and then the Stop buttons. \/
3. Run it on the robot

a. Connect the robot to your laptop, making sure the cable is tied around the handle in the
back of the robot.

b. Power on the robot, with a switch on the side panel.
Click soar’s Pioneer button, to select the robot.

d. One partner should be in charge of keeping the robot safe. Keep the cable from getting
tangled in the robot’s wheels. If the robot starts to get away from you, pick it up, then,
turn it off using the switch on the robot.

e. Click soar’s Start button. You should be able to hear the sonar sensors making a ticking
noise.
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Sonars

The inp argument to the getNextValues method of MySMClass is an instance of the
soar.io.SensorInput class, which we have imported as io.SensorInput. It has two attrib-
utes, odometry and sonars. For this lab, we will just use the sonars attribute, which contains
a list of 8 numbers representing readings from the robot’s 8 sonar sensors, which give a distance
reading in meters. The first reading in the list (index 0) is from the leftmost (from the robot’s
perspective) sensor; the reading from the rightmost sensor is the last one (index 7).

Now we will investigate the behavior of the sonar sensors. Don’t spend more than 10 or 15
minutes experimenting with the sonars. When you’re done, ask a staff member for a checkoff.

e Modify the brain so that it sets both velocities to 0, and uncomment the line print
inp.sonars[3]. Reload the brain and run it. It will print the value of inp.sonars[3],
which is the reading from one of the forward-facing sonar sensors.

e From how far away can you get reliable distance readings? What happens when the closest
thing is farther away than that?

e What happens with things very close to the sensor?

e Does changing the angle between the sonar transducer and the surface that it is pointed to-
ward affect the readings? Does this behavior depend on the material of the surface? Try bubble
wrap versus smooth foam core.

e Now, set the sonarMonitor argument to the RobotGraphics constructor to be True.

Reload the brain and run it. This will bring up a window that shows all the sonar readings
graphically. The length of the beam corresponds to the reading; red beams correspond to “no
valid measurement”. Test that all your sonars are working by blocking each one in turn. If
you notice a problem with any of the sensors, talk to the staff.

Checkoff 1. Explain to a staff member the results of your experiments with the sonars.
Demonstrate that you know your partner’s name and email address.

Make the robot move forward to approximately 0.5 meters of an obstacle in front of it and keep it
at that distance, even if the obstacle moves back and forth. Do this by editing the getNextValues
method of MySMClass; there is no need to change any other part of the brain. Don't set the
forward velocity higher than 0.3. Debug it in simulation, by clicking soar’s Simulator button and
choosing tutorial.py. Once it seems good, run it on a real robot, by choosing soar’s Pioneer
button.

[ Checkoff 2. Demonstrate your distance-keeping brain on a real robot to a staff member. ]
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Following Boundaries

Our goal now is to build a state machine that controls the robot to do a more complicated task:

1. When there is nothing nearby, it should move straight forward.

2. Assoon as it reaches an obstacle in front, it should follow the boundary of the obstacle, keeping
the right side of the robot between 0.3 and 0.5 meters from the obstacle.

Draw a state-transition diagram that describes each distinct situation (state) during wall-
following and what the desired output (action) and next state should be in response to the
possible inputs (sonar readings) in that state. Start by considering the case of the robot moving
straight ahead through empty space and then think about the input conditions that you encounter
and the new states that result. Think carefully about what to do at both inside and outside
corners. Remember that the robots rotate about their center points. Try to keep the number of
states to a minimum.

E "
J
r N
Checkoff 3. Show your state-transition diagram to a staff mamber. Make clear what the
conditions on state transitions are, and what actions are associated with
each state.
L 3

Copy your current smBrain.py file to boundaryBrain.py (you can do this with Save As in
idle), and modify it to implement the state machine defined by your diagram. Make sure that you
define a startState attribute and a getNextValues method.
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Try hard to keep your solution simple and general. Use good software practice: do not repeat
code, use helper procedures with mnemonic names, try to use few arbitrary constants and give
the ones you do use descriptive names.

To debug, add print statements that show the relevant inputs, the current state, the next state, and
the output action.

Record a slime trail of the simulated robot following a sequence of walls; make sure that it can
handle outside and inside corners. Going around very sharp corners or hairpin turns, such as the
Lin tutorial.py, is not required, but is extra cool.

Checkoff 4. Demonstrate your boundary follower to a staff member. Explain why it
behaves the way it does. Mail your code to both partners.
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